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Smart contracts (SCs), written in the programming language Solidity, are executed on
the Ethereum Virtual Machine — a remote distributed system of virtual machines for executing
code. The state and transaction history of SCs are stored on the blockchain. SCs open up new
opportunities for the automation and decentralization of various fields: finance (DeFi),
gaming (GameFi), legal, administrative, and educational. The growing popularity of
blockchain technologies and the active use of SCs highlight the importance of addressing
their security.

The main objectives of this article are to review scientific research and analyze
significant vulnerabilities of SCs. The review of scientific research provides an objective
assessment of the current state of knowledge in the field of SC security. The analysis of
vulnerabilities is necessary for a brief introduction to known vulnerabilities and an
understanding of their consequences.

For the research, the following scientific methods were used: literature analysis,
vulnerability classification, analysis of protection methods, and review of real attacks.
Analyzing historical cases of attacks on SCs creates a foundation for building theoretical
attack models. Theoretical attack models are essential for a deep understanding of the nature
of vulnerabilities. Once the essence of an attack is understood, recommendations for
protecting SCs are formed, including libraries, secure templates, and methods of protection.
Furthermore, studying historical cases of attacks and measures taken to minimize or eliminate
them is useful for quick response to future similar attacks.

In the context of increasing blockchain technology complexity, checking SCs for
vulnerabilities becomes of paramount importance. This study concludes the significance of
developing SC security, systematically updating knowledge, and periodically rechecking
contracts.

This article may be of interest to those involved in SC development and cybersecurity
research.

Keywords:  blockchain, Ethereum, Solidity, smart contract, vulnerabilities,
cybersecurity, cyberattack

Introduction

Solidity [1] is the primary programming language for creating smart contracts (SC) on
Ethereum [2] and Ethereum-compatible blockchains. Solidity, being Turing-complete, offers
extensive development capabilities but also requires particular attention to security due to
potential vulnerabilities. To date, new types of vulnerabilities in SCs continue to be
discovered periodically. The discovery of a new vulnerability in one contract often leads to the
identification of similar vulnerabilities in other contracts created earlier. Therefore, it is
crucial to continuously monitor the security landscape of SCs.
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In recent years, blockchain technology, and in particular, SCs written in Solidity, have
become increasingly popular. They are being applied in various fields such as finance, law,
management, gaming, and education. Let's consider a few examples of decentralized
applications (DApp) that utilize SCs:

e Layer3 [3]: Layer3 is an educational platform that offers theory and practice for
immersion in Web3 in a gamified format. Web3 is a decentralized internet based on
blockchain technologies, allowing users to interact directly with applications and services
without intermediaries.

e MetaMask (MM) [4]: Primarily a cryptocurrency wallet and a tool for interacting with
DApps. It allows users to securely store and manage assets. In addition to its primary
function as a cryptocurrency wallet, MetaMask (MM) also offers essential decentralized
finance (DeFi) application features: swap (exchange of assets within the same network),
bridge (transfer of assets between different networks), and stake (investment of assets to
earn interest).

e Binaryx [5]: Binaryx is a DApp for fractional ownership of tokenized real estate.

SCs offer advantages such as transparency and immutability of transaction history, and
automated verification of agreement conditions. As their application expands, security
concerns become more prominent. Vulnerabilities in SCs can lead to significant financial and
reputational losses for DApps.

The main objective of this article is to provide a brief overview and analysis of several
important SC vulnerabilities and to review research in the field of SC vulnerabilities to
understand the current state of affairs. The issue of SC vulnerabilities in Solidity has both
scientific and practical significance. On one hand, it necessitates deeper research into security
mechanisms, and on the other, it emphasizes the need for developing reliable approaches and
standards. Maintaining high levels of SC security is crucial for the expansion of blockchain
technology.

The structure of the article is as follows. The initial part contains descriptions of the
methodology and the basics of Solidity. This is followed by a review of scientific articles and
important vulnerabilities. The article concludes with a summary and outlines plans for further
research.

1 Research Methods
To achieve the research objectives, the following methods and approaches were used:

e Literature Review: To assess the existing knowledge on the topic of SCs security, an
analysis of five scientific articles dedicated to this topic was conducted. The main stages
of the analysis included:

e Sclection of relevant scientific works published in peer-reviewed journals and
conferences.

e Evaluation of the significance of each work and its contribution to the field of SCs
security.

e Synthesis of research results to identify major trends and vulnerabilities.

e C(lassification of Vulnerabilities: The study involved classifying the main types of
vulnerabilities in SCs and determining their relative severity.

e Analysis of Protection Methods: A brief analysis of existing methods for protecting SCs
was conducted.

Review of Real Attacks: To gain a deeper understanding of vulnerabilities, an analysis
of real attack cases was carried out.
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2 Basics of Smart Contracts and the Solidity Programming Language

In the context of this article, understanding the basics of Solidity and SCs is essential for
comprehending how vulnerabilities can arise and how they can be prevented.

2.1 Basics of Smart Contracts

Smart contracts are self-executing contracts that contain the terms of the agreement
between the parties involved in the transaction. The code and states of SCs (variable values)
are stored on the blockchain, which provides additional transparency if needed, as the state
variables can be viewed. State variables are variables that retain their value between function
calls in the SC and are stored on the blockchain. If the predefined conditions of the transaction
are met, the execution of function or their sequence occurs successfully. This is achieved
through the combination of control statements (programming constructs that manage the flow
of program execution). Thus, SCs allow for reliable agreements without the need for
third-party involvement.

SCs also ensure the transparency of operations, reducing time and material costs. When
using SCs, the possibility of non-compliance with the terms of the agreement is eliminated.
Therefore, SCs automate the execution of contracts.

2.2 Key Characteristics and Principles of Solidity

The characteristics of Solidity provide a general understanding of the Solidity
programming language. The principles of Solidity guide the correct way to write code.

Characteristics of Solidity. The specific characteristics of Solidity make it a powerful
tool for creating reliable and functional contracts on the Ethereum network. These
characteristics include the following elements:

e Static Typing: The data type of each variable is specified at the time of its declaration,
which helps prevent errors related to incorrect typing.

e Inheritance and Interfaces: Inheritance allows the creation of complex contracts with
hierarchy and shared methods. Interfaces enable interaction with contracts without
knowing their internal structure. These constructs are similar to classical object-oriented
programming (OOP).

e State Management: Contracts can store and modify their states, preserving data between
transactions.

e Functions and Modifiers: Functions control the behavior of the contract. While modifiers
can contain any code, they are usually used to control the flow of execution. In Solidity,
there cannot be multiple parallel execution threads, only one.

e SCs and Transactions: Contracts respond to transactions. They can send and receive Ether
(the coin used to pay for gas in the Ethereum network), interact with other contracts, and
execute functions.

Error Handling: The error management system allows handling exceptional situations in
contracts. This enables quick identification of the problematic area. Some of the most
common errors are standardized [6].

Principles of Solidity. The principles of Solidity guide developers in the process of
creating efficient and reliable SCs. They encompass the following ideas and approaches that
underpin Solidity:

e Contract-oriented approach: Each SC in Solidity is considered an autonomous unit with its
own state and behavior. An undeployed contract can be viewed as analogous to a class in
OOP, while a deployed contract is analogous to an object.

e Security and predictability: Principles ensuring the reliability and stability of the code,
including strict data typing and exception handling.

e Determinism: Code must execute in a consistent and predictable manner across all nodes
in the Ethereum network.
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e Qas efficiency: Efficient use of network resources and minimizing gas costs for
operations. Gas in Ethereum is a unit of measurement for computational effort. It has a
variable cost and is paid in Ether.

Standards compliance: Adhering to established standards for compatibility when

interacting within the Ethereum ecosystem [6].

3 Analysis of Research on Smart Contract Vulnerabilities

To understand the current needs and trends in the security of SCs written in Solidity,
several articles were selected and reviewed.

3.1 Formalization of Solidity Syntax and Semantics

The article [7] explores the formalization of syntax and semantics in Solidity to study
the language's features. Syntax refers to the rules and structure that define how instructions in
a programming language should be composed. Semantics refers to the meaning and behavior
of those instructions. The article describes the formal syntax and semantics for Lolisa, a
subset of the Solidity programming language. Lolisa includes nearly all components of
Solidity's syntax and features an enhanced static typing system to improve type safety. This
research is important for understanding the deeper aspects of Solidity, including its type
system and code organization. It can contribute to the development of more secure and
reliable SCs.

3.2 Recommendations for Improving Smart Contract Security

The study cited in [8] focuses on evaluating the security of SCs. The authors examine
various aspects of security and propose methods to enhance SC protection. The work
emphasizes the importance of thorough analysis and testing of SCs before deployment,
considering the high risks associated with financial and other sensitive operations. The study
classifies 33 Solidity vulnerabilities according to the universal taxonomy of the Common
Weakness Enumeration (CWE) [9]. The authors conduct a comparative analysis of the
capabilities of various static analysis tools for detecting vulnerabilities in SCs and suggest
combining these tools to improve vulnerability coverage. Ultimately, the study provides
recommendations for enhancing SC security by identifying the most critical vulnerabilities not
covered by static analysis tools (a method for analyzing program source code without
executing it).

3.3 Meta-Analysis of Vulnerability Studies

The study cited in [10] is a systematic review of scientific research and publications
from 2016 to 2021, dedicated to SC technology and its security. The primary goal of the work
is to identify insufficiently studied vulnerabilities and methods for protecting SCs. The
authors also list all datasets used by previous researchers, which can help create more
effective machine learning models in the future. Additionally, a comparison of static analysis
tools for SCs is conducted, taking into account various characteristics.

This study contributes to the understanding of SC vulnerabilities in the following ways:
e Systematic Review: The article provides a comprehensive analysis of scientific works,

offering an extensive overview of the current state of research on SC vulnerabilities.
e Identification of Research Gaps: Attention is given to underexplored aspects of
vulnerabilities, which can guide future research to fill these gaps.

Comparison of Analysis Tools: The comparison of various static analysis tools for SCs
offers valuable insights into their effectiveness and areas of application.

3.4 Metadata Collection for Vulnerability Research

The study cited in [11] describes an automated method for extracting and classifying
vulnerabilities in Ethereum SCs, as well as corresponding fixes. These data are extracted from
GitHub repositories and vulnerability records in the Common Vulnerabilities and Exposures
[12], which are stored in the National Vulnerability Database [13].
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The developed method is implemented in a fully automated system called AutoMESC,
which uses seven of the most well-known SC security tools to classify and label the collected
vulnerabilities.

AutoMESC collects metadata that can be used in data-driven SC security research (e.g.,
vulnerability detection, vulnerability classification, severity prediction, and automated repair).
Currently, the dataset contains 6,700 "vulnerability-fix" pairs for SCs in Solidity. The quality
of the dataset is evaluated in terms of accuracy, provenance, and timeliness. These data can be
used to improve methods for vulnerability detection, classification, and the development of
strategies for their mitigation, thereby enhancing the overall security of SCs.

3.5 Actual Exploitation of Smart Contract Vulnerabilities

The study cited in [14] concludes, after analyzing vulnerable contracts, that the actual
exploitation of these vulnerabilities occurs quite rarely, despite the large overall number of
vulnerable SCs. This highlights several important points:

Risk Reevaluation: Although many SCs are technically vulnerable, the real risk of their
exploitation may be significantly lower than expected.

Updating vs. Deletion: In the context of blockchain, especially in systems like
Ethereum, SCs are generally not deleted but rather updated or replaced with new versions.
Old versions of contracts remain on the blockchain permanently, as the blockchain is an
immutable ledger. Such old contracts may no longer be used as users transition to new
versions. However, in some cases, old contracts may contain user assets that have not
transitioned to the new version. Nonetheless, these unused contracts often do not contain
significant funds or assets, reducing the incentive for attackers to exploit them. Therefore,
even if old versions of contracts remain technically vulnerable, the real risk of their
exploitation is minimal.

4 Brief Overview of Common Vulnerabilities and Issues

In this section, the main types of contract vulnerabilities are briefly reviewed along with
their historical examples.

4.1 Reentrancy Attacks

Reentrancy attacks [15 — 16] in Solidity occur when a victim contract, instead of

interacting with an expected Externally Owned Account (user address), interacts with a

contract address (CA). The CA may contain malicious code in its fallback methods. Fallback

methods are functions in SCs that are automatically invoked when the contract receives Ether
or data that does not match any other function. When the victim contract calls the attacking
contract, the execution flow is transferred to the called contract. At this point, the malicious
code gets executed. By using "sub-calls" within the main call, the attacking contract can
repeatedly call the vulnerable function to drain the attacked contract or otherwise manipulate
the contract's data for gain. This can be repeated as many times as the attacker needs. For
example, if an SC sends funds before updating its internal state, the attacker can repeatedly
call this function.

Causes:

e Nested Calls: Reentrancy attacks are possible when an SC function calls an external
contract, allowing it to perform actions that can re-enter the vulnerable function of the
original contract.

e State Changes After External Calls: The vulnerability arises if critical state changes (e.g.,
balance updates) occur after the external call.

To protect against this, one or a combination of developed protection methods should be
used, including:

Using the Checks-Effects-Interactions (CEI) Pattern: A pattern that clearly defines the
sequence of actions. First, the conditions under which the function should be executed are
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checked. Second, the contract's state is changed. Only after these steps does the interaction
with external contracts occur.

Applying Mutexes: A mutex is a switch at the beginning of a function. It registers entry
into the function by changing the state variable and prevents re-entry within the same call.
Although it can be implemented differently, its main principle remains unchanged.

Historical Example. The DAO hack [17] in 2016 is a striking example of a reentrancy
attack. The DAO was a complex system of contracts designed to operate as a venture fund
without human intervention. An attacker discovered a reentrancy vulnerability in the
withdrawal function. This function did not update the internal balance before sending Ether,
allowing reentrancy calls. The CEI pattern was not followed. The attacker created a malicious
contract that initiated the withdrawal of funds from the DAO. During the withdrawal, the
malicious contract repeatedly called the withdrawal function several times before the original
transaction was completed and the balance updated. This allowed the attacker to withdraw
Ether from the DAO multiple times, leading to significant loss of funds and serious debates
within the Ethereum community. Ultimately, the hack led to a controversial hard fork of the
Ethereum blockchain to return the stolen funds. A hard fork is a significant update to the
blockchain protocol that is not compatible with previous versions, leading to the blockchain
splitting into two chains. As a result of the DAO incident, two separate chains were created:
Ethereum (ETH) and Ethereum Classic (ETC). In the ETH version, the stolen funds were
returned to the victims, while in the ETC version, they remained with the attacker.

This incident underscored the importance of security in SC development and prompted
the blockchain community to pay more attention to security practices and audits. This subtype
of reentrancy, called Single-Function Reentrancy, now seems trivial. However, in recent years,
four more subtypes of Reentrancy Attack have been identified based on it [18]: cross-chain
reentrancy, cross-function reentrancy, read-only reentrancy, and cross-contract reentrancy.

4.2 Integer Overflows and Underflows

Issues with handling integer operations before compiler version 0.8 could lead to
incorrect calculations and vulnerabilities. The compiler in Solidity is a program that converts
source code written in the Solidity programming language into bytecode executable by the
Ethereum Virtual Machine (EVM) [19] — a remote distributed system of virtual machines for
code execution. Integer overflows and underflows were previously common vulnerabilities
[20]. These vulnerabilities arose due to arithmetic operations and data type limitations.
Variables could take on values outside the allowable range, resulting in overflows or
underflows. These errors were often caused by insufficient input validation and improper
range management. Let's look at the basic definitions:

e Integer overflow: Occurs when a variable reaches its maximum value and rolls over to its
minimum value (for example, 255 + 1 becomes 0 in an 8-bit unsigned integer type uint8).

e Integer underflow: Occurs when a variable drops below its minimum value and rolls over
to its maximum value (for example, 0 — 1 becomes 255 in an 8-bit unsigned integer type
uint8).

In Solidity, these vulnerabilities can lead to unexpected contract behavior, including
fund leaks or logic breaches. To prevent potential issues, developers should use overflow and
underflow checks and safe math libraries, such as Math from OpenZeppelin [21].

In newer versions of Solidity, the issue of integer overflows and underflows has been
mitigated by the introduction of built-in checks by default. If detected, the transaction is
reverted: all changes are rolled back, and unused gas is refunded to the caller. This is similar
to the action of the revert() global function. Global function is a function declared in a
programming language and available from any place in the code. It should be noted that such
built-in checks use additional gas, and in some cases, it may be advisable to disable them for
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efficiency. This can be done using the unchecked{} keyword, within which code is not subject

to automatic checking.

In general, an attack using the integer overflow vulnerability can be carried out as
follows:

e Preparation: The attacker analyzes the SC code for vulnerabilities related to integer
overflows or underflows. The attacker may use their own SC to interact with the
vulnerable contract and initiate the attack.

e Executing the Attack: The attacker sends transactions that exploit the vulnerability, such
as calling a function with parameters that cause an overflow.

e Result: As a result of the attack, the attacker may obtain an unjustifiably large number of
tokens or other privileges in the contract.

Historical Example. One instance of an attack related to the integer overflow
vulnerability occurred with the BEC token on Ethereum in 2018 [22]. The attacker used the
batchTransfer () function of the BEC token, where due to integer overflow, the number of
tokens being transferred became incredibly large. This was caused by a vulnerable function
code. The code allowed a multiplication operation whose result could exceed the maximum
value for the uint data type. As a result, the attacker was able to withdraw a massive number
of tokens, leading to significant financial losses.

Let's briefly examine the vulnerable function and identify the reasons that enabled the
attack (Fig. 1).

pragma solidity ~0.8.25;
contract Test {
mapping(address => uint8) public balances;
constructor() {
balances[msg.sender] = 255;

b

function batchTransfer(address[] memory _receivers, uint8 _value) public {

unchecked{
uint cnt = _receivers. length;
uint8 amount = uint8(cnt) * _value;
require(cnt > 0 && cnt <= 20);
require(_value > 0 && balances([msg.sender] >= amount);
balances[msg.sender] = balances[msg.sender] - amount;
for (uint8 i = 0; i < cnt; i++) {
balances[_receivers[i]] = balances[_receivers[i]l] + _value;

Fig. 1. Theoretical model of a contract vulnerable to overflow

The multiplication result (line 13) may exceed the maximum value for a uint8 variable
(an unsigned integer occupying one byte). In line 15, the Checks stage includes a condition
check using require (), which verifies the sender's balance (balances[msg.sender]). The
balance must be greater than the transferred amount (amount). require () is a built-in function
that checks a condition and reverts the transaction if the condition is not met. A built-in
function is one available without definition or import. Since amount becomes less than the
actual transferred value after the overflow in line 13, the check no longer functions correctly.

Readers are encouraged to test by sending 128 tokens to two addresses. The test result
will show no spending by the sender and an addition of 128 tokens to the recipient due to the
uints overflow.
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4.3 Unprotected Functions

Unprotected functions [23] are functions without proper verification of the caller's
identity. Unprotected functions can be called by any user in the network because they lack
access restrictions. This behavior allows various addresses to perform actions that were not
intended to be accessible to everyone. Vulnerability arises if critical functions of the contract,
such as changing ownership, updating critical variables, or transferring funds, are accessible
without user rights verification.

To mitigate this risk, developers use access control mechanisms. Establishing a robust
access control system is a key aspect of ensuring SCs security. For example, it is common to
use various versions of modifiers that check if the caller’s address matches the approved
address for invoking the function. The Solmate library has an “authorities’ folder with
high-quality access control implementations. Additionally, the OpenZeppelin library’s
‘access’ folder can be used for access control. These implementations are usually more
standardized and reliable than custom-written ones, but it is still recommended to thoroughly
review them before use.

Historical Example. A well-known case describes how the trading bot Oxbad [24 — 25]
with an unprotected function was hacked. The attacker discovered that the dYdX flash loan
function (a decentralized platform for cryptocurrency trading) used by the bot allowed
arbitrary code execution. This meant that the execution flow passed to the attacker, who could
then perform the necessary actions. Once the flow returned, the vulnerable function did not
have sufficient checks to prevent unauthorized actions. This allowed the attacker to withdraw
all the bot's funds (1101 ETH) to their own address. Using an access modifier could have
prevented the execution flow from being passed to an unknown address.

4.4 Short Address or Parameter

Short address or parameter vulnerability [26] is related to the incorrect handling of
addresses and parameters, leading to the misinterpretation of data. It occurs when the
transmitted length of an address or parameter in a transaction is shorter than expected. This
causes the contract to misread the data, resulting in undesired function behavior. This attack
exploits how the EVM handles data, where incomplete data can be padded with zeros on the
right, potentially altering the intended address or value. Preventing such attacks requires
thorough verification and normalization of input data in the contract.

This vulnerability can be dangerous for several reasons:

Unintentional Transfers: Erroneous transfers to incorrect addresses, which can lead to
the loss of funds.

Distortion of Transfer Amounts: This can lead to unexpected financial losses.

Impact on Other Operations: The potential for more complex influences on other
transaction parameters due to data shifting.

Example. By refining the theoretical model [27], we can illustrate the vulnerability. In
the adapted theoretical model, shortened data is used for simplicity and clarity: the function
expects to receive an address of 2 bytes, but receives an address of one byte. User A wants to
transfer 64 tokens to user B at the address 0xab00. If the function receives an address one byte
shorter than expected, the missing bytes are added to the right of the hexadecimal encoded
byte value. Thus, the encoded parameters will contain the incorrect value ab001000 instead of
ab00100. Encoding is the process of transforming data from one format to another, more
suitable for processing or storage. As a result, 65536 tokens (10000 in hexadecimal) will be
transferred instead of the intended 64 tokens (100 in hexadecimal) to the wrong address.

This vulnerability highlighted the importance of thoroughly validating input data in SCs.
The vulnerability was fixed at the compiler level in version 0.5. Now, transactions are rejected
if a function argument is shorter than expected.
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4.5 Block Values as a Proxy for Time

The timestamp dependency vulnerability [28 — 32] occurs when critical contract
functions rely on block.timestamp value. The timestamp is a property of the global variable
block that returns the time at which the block containing the function execution was finalized.
Miners can exert minor influence over block.timestamp value. Although their influence is
limited by blockchain protocols that prevent significant deviations from real time, even this
restricted ability to manipulate timestamps makes contracts that use timestamps for crucial
operations vulnerable. For instance, using block.timestamp for random number generation or
determining event timing can be compromised by miners manipulating the block. timestamp.

It is recommended to use alternative, more reliable mechanisms for time-dependent
functions and random number generation. Generally, oracles — services that provide SCs with
external data — are used for such purposes. They can provide time data and random numbers,
among other things.

Example. An example of a vulnerable contract and an attack algorithm is described on
the Solidity by Example resource here [33]. This is a lottery where winning depends on the
block's timestamp being divisible by 15. A powerful miner sets the block's timestamp to a
multiple of 15 and mines it. Once the block is successfully added to the chain, the miner
claims the prize.

Although Ethereum has fully transitioned from Proof-of-Work (PoW) to Proof-of-Stake
(PoS), the minor possibility of manipulating the block's timestamp remains. PoW is a
consensus algorithm where miners solve problems to create blocks. PoS is a consensus
algorithm where block validators are randomly selected with a probability proportional to
their stake.

4.6 Race Conditions and Front Running

Race conditions and front running [34] can occur when multiple transactions attempt to
modify the contract's state simultaneously. Race conditions arise from the indeterminate order
of transaction execution, whereas front running involves intentional interference with this
order for profit. This can lead to unpredictable outcomes since the order of transaction
execution in the blockchain is not guaranteed. Miners (in PoW) and validators (in PoS) have
some discretion in choosing the order of transactions included in a block, based on the gas fee
size or their personal gain from the transaction sequence. If two transactions try to change the
same data element, the result may depend on which transaction is processed first. These
situations require careful state management and synchronization in SC code.

Let's consider the attack algorithm:

e Identifying vulnerability: The attacker searches for SCs where an important function relies
on the order of transaction execution.

e Monitoring: The attacker monitors the memory pool to detect specific transactions that
can be used for the attack. The memory pool (mempool) is a space in blockchain nodes
where unconfirmed transactions awaiting inclusion in a block are stored.

e Preparation and execution: The attacker attempts to manipulate the transaction order in the
blockchain so that their prepared transaction is processed at the right moment.

e Outcome: If the attack is successful, the attacker gains a profit.

To mitigate this vulnerability, it is essential to remove the incentives that encourage race
conditions.

Example. An example of a contract vulnerable to a front running attack is described in
the book Mastering Ethereum (Fig. 2) [35]. Additional explanation of this attack can be found
in an article on Medium [36]. Let's consider the theoretical model of the contract. The contract
offers a reward of 1 ETH for solving a hashed string. The attacker monitors the mempool for a
transaction containing the correct answer ("Ethereum!") and, upon finding it, submits their
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own transaction with a higher gas fee. This makes the attacker's transaction a priority for
miners, and it is included first in the block. As a result, the attacker claims the reward. The
subsequent transaction, arriving second, encounters an empty contract balance because the
solve () function has already transferred the entire balance to the attacker.

pragma solidity ~0.8.25;
contract FindThisHash {
bytes32 constant public hash = @0xb5b5b97fafd9855eec9b41f74dfb6c381f5951141f9a3ecd7f44d5479b630ee0a;
constructor() payable {}
function solve (string memory solution) public {
require(hash == keccak256(bytes(solution)));
payable(msg.sender).transfer(address(this).balance);
}
+

Fig. 2. Theoretical model of a contract vulnerable to a front running attack

4.7 Denial of Service (DoS)

Denial-of-service (DoS) attacks are a broad category of attacks on blockchain and SCs
designed to cause failure, creating conditions where legitimate users cannot access the SC (or
their system) or access is significantly hindered. Let's examine some types of DoS attacks.

Gas Limits, Loops, and Nested Calls. This section addresses issues related to the use
of loops and nested calls in Solidity, which can lead to gas limit exceedance and inefficient
gas consumption in the execution of SCs.

Loops. Loops in Solidity are programming constructs that allow repeating a block of
code multiple times until a certain condition is met or for a specified number of iterations
(repetitions). A potential problem with loops [37 — 38] is exceeding the gas limit due to
inefficiency in the loop. This causes the function to terminate forcibly with an error and roll
back the transaction. Each operation in an SC requires a certain amount of gas. Loops,
especially with an indefinite or very large number of iterations, can consume a significant
amount of gas.

Reasons for gas shortage:

e Lack of Ether: Insufficient Ether in the EOA to purchase the required amount of gas.

e [ow gas limit: The manually set gas limit is less than what is needed for the transaction.

e Block gas limits: Currently, in the Ethereum blockchain, a block has a fluctuating gas
maximum and is limited to 15 — 30M gas.

To prevent costly functions, it is necessary to optimize loops and use mappings.
Mapping is a data type in Solidity that stores collections of key-value pairs. In the EVM
architecture, mappings consume significantly less gas than loops but have less functionality,
such as the inability to retrieve all values or search by values. If loops are used, it is important
to optimize them as much as possible by:

e Limiting and reducing the number of iterations when searching and replacing data;
e Performing checks on values that affect the number of cycles, especially if they are
provided as function arguments from external sources.

It should be noted that the problem of loops depleting the Ether balance of callers has
been fully addressed today. This has been facilitated by the addition of functionality capable
of automatically calculating and predicting the maximum required amount of gas for a
transaction.

One of the main dangers of SCs with inefficient loops was the depletion of the sender's
gas balance. If a loop in the contract consumed too much gas, it could lead to the gas limit for
the transaction being exceeded, and the transaction would not be completed. In such a case,
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the gas used before the transaction was interrupted would be lost. This could lead to

significant financial losses for the sender and, additionally, to the absence of the function’s

intended result.

Nested Calls. Currently, this problem persists with nested calls. Wallet interfaces (tools
for EOA to interact with the blockchain) warn users about the high cost of the transaction.
However, inattentive users can lose their entire Ether balance by spending it on executing a
costly function. [39]

Example. Due to the fact that these problems do not have an obvious beneficiary,
historical data on these problems is quite difficult to find. Functions with nested calls that
deplete the gas of the calling contract are sometimes erroneous and sometimes intentionally
written. For example, they may masquerade as balance limit setting functions for the contract
(approve () from the ERC-20 standard [40]). In modern realities, many users periodically
reset approve () values to 0 en masse on special platforms. Mass repetitive transactions can
negatively affect their attentiveness. In such a situation, a contract with a costly function may
go unnoticed.

Block Stuffing. A block stuffing attack occurs when an attacker floods blockchain
blocks with their own transactions. This leads to a significant increase in gas prices. The cost
of sending transactions becomes prohibitively expensive for ordinary users, thereby blocking
normal use of SCs and the network as a whole.

Historical Example. An example of such an attack can be seen in the 2018 attack on the
Fomo3D gambling game [41]. Before the incident, Fomo3D was a popular game finance
(GameFi) DApp. GameFi refers to the use of blockchain technology in gaming to enable
players to earn financial rewards. The game was designed to reward the last address that
purchased a "key" before the countdown timer expired. Each key purchase extended the timer.
The game ended when the timer reached zero.

Simplified Attack Algorithm:

e Key Purchase by Attacker: The attacker bought a key, thus extending the timer.

e Block Stuffing: The attacker then proceeded to stuff 13 consecutive blocks. They executed
multiple transactions that exhausted the gas limit of each block. With a high gas fee and
occupying a significant portion of the mempool, the attacker's transactions were
prioritized for inclusion in the blocks. This led to the exclusion of transactions from other
players.

e Timer Expiration: As a result, no one else could buy a key before the timer expired.

e Payout to the Attacker: When the timer expired, the payout was automatically made to the
attacker, as they were the last key holder.

This attack highlighted a vulnerability in Ethereum's block and gas mechanics and
demonstrated how attackers can exploit these aspects to manipulate outcomes in DApps.

Greedy and Selfdestruct Contracts. Greedy and selfdestruct contracts are vulnerable
contracts that permanently keep users' funds for themselves.

Greedy Contracts. In the context of Ethereum, a "greedy contract" refers to a SC that,
due to coding errors or design flaws, cannot release funds from its balance. This can happen if
the contract lacks the necessary instructions to send funds or if there are bugs in these
instructions. As a result, the contract becomes "greedy," preventing the release of the funds it
has received.

Selfdestruct Contracts. SCs often include the ability to be deactivated by the owner or
trusted addresses in emergency situations, such as during attacks or technical failures that
could lead to Ether leakage. However, if a contract can be forcibly destroyed by any arbitrary
account using the selfdestruct(address) command, it is considered vulnerable.
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selfdestruct (address) 1S a built-in function that removes the contract from the blockchain,
transferring any remaining funds to the specified address.

As of the Cancun hard fork, the selfdestruct (address) command has effectively
been rendered non-functional [42].

Historical Example. An example is the incident with the Parity wallet [43]. The
incident occurred in 2017 due to a vulnerability in the wallet's code. A user accidentally
exploited this vulnerability [44]. While examining the Parity wallet code, the user destroyed
an essential part of the code, the walletLibrary contract, using the selfdestruct (address)
[45].

The initMultiowned() function (Fig. 3) provides the logic for setting the contract
owners and the required number of owners needed to initiate the contract's destruction. The
destruction was possible because the contract had not been initialized by the owners using the
initMultiowned () function. Consequently, the user who triggered the initMultiowned ()
function became the owner of the walletLibrary contract and was able to execute the
destructive function.

function initMultiowned(address[] _owners, uint _required ) {
if (m_numOwners > 0) throw;
m_numOwners = _owners. length + 1;
m_owners[1] = uint(msg.sender);
m_ownerIndex[uint(msg.sender)] = 1;
m_required = _required;

}

function selfdestruct(address _to) {
uint ownerIndex = m_ownerIndex[uint(msg.sender)];
if (ownerIndex == 0) return;

var pending = m_pending[sha3(msg.data)l;

if (pending.yetNeeded == 0) {
pending.yetNeeded = m_required;
pending.ownersDone = 0;

}

uint ownerIndexBit = 2 *x ownerIndex;
if (pending.ownersDone & ownerIndexBit == 0) {
if (pending.yetNeeded <= 1) selfdestruct(_to);
else {
pending.yetNeeded--;
pending.ownersDone |= ownerIndexBit ;

Fig. 3. An example of combining functions that make the contract and its derived
contracts vulnerable

The destroyed contract was used as a library (a contract with functions used in other
SCs) and was critically important for the operation of the wallet and associated DApps. As a
result, the funds stored in these wallets were locked and became inaccessible.
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After the vulnerability was discovered, the destroyed contract was categorized as a
selfdestruct contract. The DApps dependent on the destroyed contract, which could no longer
withdraw funds, were categorized as greedy contracts.

Unexpected Revert. The unexpected revert [46] represents a situation where a function
call fails and reverts despite the expectation of successful execution.

Examples. Let's examine theoretical models of vulnerable contracts. In the first
example, when a user places a bid (function bid()), the function checks if the new bid
(msg.value) exceeds the current highest bid (highestBid) (Fig. 4). If so, the contract returns
the previous highest bid to its sender. However, if the bidding contract is designed such that it
cannot receive Ether, the attempt to return funds results in a failure (via require ()), causing
the transaction to revert (revert () is embedded in require()). This means the CA can
remain the auction leader since no subsequent bids can surpass it due to failed refund
attempts.

pragma solidity ~0.8.25;
contract Auction {
address currentlLeader;
uint highestBid;
function bid() external payable {
require(msg.value > highestBid);
require(payable(currentLeader).send(highestBid));
currentlLeader = msg.sender;
highestBid = msg.value;

Fig. 4. Theoretical model of a contract vulnerable to unexpected revert, "Auctiont’

The RefundManager contract (Fig. 5) is also vulnerable to contracts that cannot accept
payments. Here, the vulnerable mechanism for sending funds to a list of addresses is written
on line 9. If any address in the refundaddresses array cannot accept payments, the function
ends with a revert ().
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pragma solidity ~0.8.25;
contract RefundManager {
address[] public refundAddresses;
mapping(address => uint) public refunds;
function refundAll() external {
for(uint x; x < refundAddresses.length; x++) {
require(payable(refundAddresses[x]).send(refunds[refundAddresses([x]]));

Fig. 5. Theoretical model of a contract vulnerable to unexpected revert,
‘RefundManager”

To address the unexpected revert problem, it is recommended to use a pull payments
system instead of push [48]. In a push payment system, the payment initiator (contract)
actively sends funds to the recipient. This system is used in the provided examples. In a pull
payment system, the recipient initiates the fund transfer from the contract.

4.8 Summary

All the vulnerabilities described above are included in the Contract Weakness
Classification (SWC) [4]. The SWC is a comprehensive registry that systematizes
vulnerabilities characteristic of Ethereum SCs. This system includes descriptions of specific
security issues, provides code examples to illustrate each vulnerability, and links them to the
corresponding CWE elements. Although the SWC has not been updated by developers since
2020, it remains a valuable resource for developers and security professionals. The SWC
helps better understand and prevent potential risks in SC development.

The table below (Table # 1) presents a comparative overview of the examined
vulnerabilities. The last column represents the authors' subjective assessment of the maximum
possible loss of funds and reputation for a DApp with a vulnerable contract.
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Table # 1.

Comparative Table of Common Vulnerabilities

Vulnerability Type Consequences Loss of Funds and
Reputation
Reentrancy Attacks Loss of all funds due to multiple function calls before the % %k k
first call completes
Integer Overflows and  Incorrect calculations lead to unpredictable contract behavior 1 8.8 & ¢
Underflows
Unprotected Functions ~ Unauthorized access to functions can lead to theft of funds 0. 8.8 ¢
or data manipulation
Short Address or Parameter  Transaction errors due to short addresses and parameters ) 8, XA
Block Values as a Proxy for Manipulations with block timestamps disrupt intended logic * Yoo vt
Time
Race Conditions and Front ~ Manipulations with transaction execution order disrupt L R A GAGAe
Running intended logic
Gas Limits, Loops, and  Exceeding gas limits, leading to failed transactions or loss of R RAGA A
Nested Calls (DoS) funds
% % %k
Greedy and Selfdestruct Funds are locked in the contract.
Contracts (DoS)
Block Stuffing (DoS) Overloading the block with transactions, preventing other L B A e
transactions from being included
Unexpected Revert (DoS) Unexpected transaction rollback * %k ¥ Yo

5. Unidentified Aspects of Smart Contract Vulnerabilities

As blockchain technology evolves and SCs become more complex, new vulnerabilities
that have either not been studied before or only partially understood are emerging. In the field

of SCs, several potential threats have been identified:

e New Attack Vectors: Advances in DApps technologies lead to the emergence of new
attack vectors. For example, with the advent of complex DeFi applications, vulnerabilities
become less noticeable as they are disguised within intricate financial mechanisms.

e System Integration and Interaction: It is important to mention that integration with
external systems increases the attack surface. Vulnerabilities in external systems can be

exploited to attack the contract.

e Regulation: Changes in the legal and regulatory landscape contribute to the emergence of
new vulnerabilities. SCs must adapt to various legal standards, which can impact their

security and reliability.

To maximize the prevention of vulnerabilities, continued research in SC security is

essential. Focus should be given to:

e Developing new, more cost-effective and advanced testing methods;
e Analyzing the interaction of SCs with other technologies;

e Implementing artificial intelligence (Al) to assist in analysis;
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e Conducting deeper studies of vulnerabilities;
e Fostering community collaboration for knowledge and experience sharing.

Conclusions

This article provides a brief analysis of several vulnerabilities, examining key aspects
and security issues. Despite significant efforts by the developer community to improve the
security of SCs, the problem remains relevant and requires further research and development.

The security of SCs is critically important for the future of blockchain technologies. SCs
are fundamental to DApps. The reliability of SCs reduces financial risk and increases user and
investor trust in the blockchain ecosystem.

Based on the analysis conducted, the following conclusions can be drawn:

Complexity and Diversity of Vulnerabilities: Each type of vulnerability has its own
characteristics and requires specific methods of detection and protection.

Need for Continuous Learning: It is essential to constantly improve knowledge and
skills in security to effectively counter new threats.

Importance of Early Detection and Prevention: Proactive measures, including code
testing and auditing, are necessary and significantly reduce risks.

Future research will primarily focus on an in-depth study of existing vulnerabilities.
Following this, it is expected that several insufficiently studied vulnerabilities will be
identified, and work will continue in their investigation. As secondary branches, small studies
in the field of formal analysis for the automation of SC analytics are possible. Formal
verification is a method of mathematically checking the correctness of software.
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Boaoaumup Ilecuanenko, Biktop Pynb

XepcoHchbKH AepkaBHUI YHIBepcuTeT, XepcoH, YKpaiHa

o1 g BPA3JIMBOCTEM CMAPTKOHTPAKTIB, HAIINCAHUX
HA SOLIDITY

CMapTKOHTPAKTH, HaIlKMCaHI MOBOI mporpamyBaHHs Solidity, BHKOHYIOTbCS Ha
Ethereum Virtual Machine — BigmaneHiii po3mofiieHiii CUCTeMi BipTyadbHUX MAIWH s
BUKOHaHHs komy. CTaH Ta icTOpis TpaH3aKIiii CMapTKOHTPAKTIB 30epiraeTbcs B OJOKYEHHI.
CMapTKOHTPAKTH BiJIKPUBAIOTh HOBI MOMJIMBOCTI JJIsi aBTOMaTH3allii Ta IeleHTpaizamii
pizaux chep: pinancoroi (DeFi), irposoi (GameF1i), ropuandHoi, ynpaBmiHCHKOI Ta OCBITHBOI.
3pocTaHHs MOMYJISPHOCTI OJOKYEHH-TEXHOJOTIH 1 aKTUBHE BUKOPUCTAHHS CMAapTKOHTPAKTIB
aKTyaTi3yOTh TUTAHHS iIXHBOT OC3MEKH.

OCHOBHUMHM IUIIMHU LIi€1 CTATTI € OIVIsI HAyKOBUX JOCHTIDKEHb Ta aHANi3 BaXKIMBHUX
BPa3JIMBOCTEH CMAapTKOHTPAKTIB. Omisiag HAYKOBHX JOCHIDKEHb Ja€ OO0’ €KTUBHY OIIHKY
IOTOYHOTO CTaHy 3HaHb Yy cdepi Oe3MeKn CMAPTKOHTPAKTIB. AHaNI3 Bpa3IUBOCTEH
HEOOXIAHUI IS KOPOTKOTO 3HAMOMCTBAa 3 BIJOMHMH BPA3JIMBOCTAMHU M PO3YyMIHHS IXHIX
HACJIJIKIB.

Jlnst mpoBeneHHST JOCIHIKEHHS BHKOPUCTOBYBAJIUCS TaKli HAyKOBI METOIU: aHai3
JiTeparypH, Kinacugikalis Bpa3IMBOCTEH, aHaji3 crloco0iB 3aXUCTy Ta OIS PeaJbHHUX aTak.
Po306ip icTopuyHUX BUMAJKIB aTak HAa CMAPTKOHTPAKTH CTBOPIOE (YHIAMEHT /I MOOYI0BU
TEOPETUYHUX Mojenel atak. TeopeTndHi Mozeni arak HeoOXiHI JUIs TITMOOKOro po3yMiHHS
npupoau BpaznuBocTei. Ilicims ycBimomieHHs cyTi aTaku (GOPMYIOThCS PEKOMEHAIl 11010
3aXUCTY CMAapTKOHTPAKTIB: 0i0/i0TeKH, Oe3mneuHi madnonu; cnocobu it metonu 3axucty. Kpim
TOTO, BHBUCHHS ICTOPMYHMUX BHUIIAJKIB aTak 1 3aXOJiB IIOMO iX MiHIMI3alii ab0 yCyHEHHS
KOPHMCHO JUIS IIBUJIKOTO pearyBaHHs Ha MaifOyTHI CXOX1 aTakH.

VY KOHTEKCTI Aenali CKIaaHoi OJIOKICHH-TEeXHOJIOT1], epeBipka CMAPTKOHTPAKTIB MIOI0
iXHIX Bpa3iaMBOCTe HalyBae mepliopsAHOro 3HadeHHsa. Ilig dac mocnimkeHHS 3pOOJIeHO
BHUCHOBKU TPO 3HAUYIIICTh PO3BUTKY cdepu Oe3MeKH CMapTKOHTPAKTIB, CHCTEMaTHYHOTO
MOHOBJICHHSI 3HaHb 1 MEeP10ANYHOT TOBTOPHOI MEPEBIPKU KOHTPAKTIB.

s crarTst Moxe OyTH 1iKaBa JIIOASAM, SIKI 3aiMalOTHCS PO3POOKOI0 CMAapPTKOHTPAKTIB 1
JOCTIPKEHHSAMU B raty3i KibepOe3nekH.

KurouoBi cioBa: cmapr-xkontpakt, Solidity, BpasmuBocti, Ethereum, xiGepOesmexa,
kibeparaka, O10Kk4eiiH, neneHTpanizoBadi pinancu (DeFi)
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